**First Program**

1. **Better create a separate folder to save all the programs which we are going to write.**

**First.java**

class First

{

    public static void main(String[] args)

    {

        System.out.println("Welcome");

    }

}

Output:

Javac First.java

Java First

Welcome

**In a java program how many classes we can write?**

|  |
| --- |
| **Any no.of classes** |

**At the time of run program which .class file name we should give.**

|  |
| --- |
| We have to give the .class file name which contains main method.  Ex: java <main method .class file name> |

**Second.java**

class One

{

    public static void main(String[] args) {

        System.out.println("Welcome One");

    }

}

class Two

{

    public static void main(String[] args) {

        System.out.println("Welcome Two");

    }

}

public class Second

{

    public static void main(String[] args) {

        System.out.println("Welcome Second");

    }

}

Output:

Java One

Welcome One

Java Two

Welcome Two

Java Second

Welcome Second

**In a java program how many public classes we can write?**

|  |
| --- |
| Only one public class |

**Note:** if you have written a public class in a program, the public class name and program name must be same.

**How many methods are there to print the output?**

1. Println()
2. Print()
3. Printf()
4. Format()

|  |  |
| --- | --- |
| **Println** | **Print** |
| 1. It prints the data and moves the cursor to the new line. | 1. It prints the data and doesn’t moves the cursor to the new line. |
| 1. We can pass either zero or one argument to the println() method | 1. We can pass only one argument to the print() method. Remember we can’t pass zero arguments to the print() method. |
|  |  |

**Example on print() method usage**

public class Third {

    public static void main(String[] args) {

        System.out.print("Madhu");

        System.out.print("From");

        System.out.print("Vijayawada");

        //MadhuFromVijayawada

    }

}

Output:

MadhuFromVijayawada

**Backslash Codes or Escape Sequences or Escape Characters**

|  |
| --- |
| We can use escape sequences only with in a string literal |

|  |  |
| --- | --- |
| **Escape sequence** | **Description** |
| \n | New line |
| \t | Tab space |
| \b | Backspace |
| \r | Carriage return |
| \\ | It puts the single back slash |
| \’ | It is used to put the single quotation in a string literal |
| \” | It is used to put the double quotation with in a string. |

**Using \n(escape sequence) in print() method**

public class Third {

    public static void main(String[] args) {

        System.out.print("Madhu\n");

        System.out.print("From\n");

        System.out.print("Vijayawada\n");

        //Madhu

        //From

        //Vijayawada

        //

    }

}

Output:

Madhu

From

Vijayawada

**Example on usage of println() method**

public class Third {

    public static void main(String[] args) {

        System.out.println("Madhu");

        System.out.println("From");

        System.out.println("Vijayawada");

    }

}

Output:

Madhu

From

Vijayawada

**What is a string concatenation?**

|  |
| --- |
| 1. Appending anything to the string   Ex: "a="+100 result is another string i.e "a=100"  We can perform this operation by using concatenation operator called +. |

**Example on println() method and concatenation operator**

public class Third {

    public static void main(String[] args) {

        int a=10;

        int b=20;

        int c=a+b;

        System.out.println("a="+a);

        System.out.println("b="+b);

        System.out.println("c="+c);

    }

}

Output:

a=10

b=20

c=30

**Calling println() method without passing arguments**

public class Third {

    public static void main(String[] args) {

        System.out.print("Hi Friends");

        System.out.println();

        System.out.print("Hello Friends");

        System.out.println();

        System.out.print("Bye Friends");

        //System.out.print(); Error

    }

}

Output:

Hi Friends

Hello Friends

Bye Friends

**Formatting methods**

**What are formatting () methods:**

In jdk1.5 version two new methods are introduced, to replace the print() and println() methods, and these methods are called as formatting methods.

Those are:

* 1. Printf()
  2. Format()

These methods are existed in the java.io.PrintStream class and these methods, format and printf, are equivalent to one another.

**What is the difference between printf() and format() method?**

Actually **printf()** method is internally calls the **format()** method, that is actual code is existed in the format method. The printf() method is just provided for our convenience.

**Some of the converters which are used in format method**

|  |  |  |
| --- | --- | --- |
| Converter | Flag | Explanation |
| D |  | A decimal integer |
| F |  | A float |
| N |  | A new line character appropriate to the platform running the application. You shold always use %n rather than \n |
| tB |  | Full name of month |
| Tb |  | Short name of month |
| Td |  | day of month, if it is single digit, it puts zero before that number |
| Te |  | Day of month, it will not put zero before single digit. |
| Ty |  | 2 digit year |
| tY |  | 4 digit year |
| Tl |  | Hour in 12 hours clock |
| tM |  | Minutes in 2 digits, with leading zeros as necessary |
| tS |  | Seconds |
| Tp |  | Am/pm |
| Tm |  | Month in 2 digits, with leading zeros as necessary |
| tD |  | Date as %tm%td%ty |
|  | 08 | 8 characters in width, with leading zeros as necessary |
|  | + | Includes sign, whether positive or negative |
|  | , | Includes Locale-specific grouping characters. |
|  | - | Left-justified |
|  | .3 | Three places after decimal part |
|  | 10.3 | Ten characters in width, right justified, with three places, after decimal point |

**Printf():**

What is the first argument we can pass to a printf() or format() method?

|  |
| --- |
| We have to pass a string literal as a first argument |

Example on usage of printf() method

public class FormattingMethods

{

    public static void main(String[] args)

    {

        int a=10,b=2,c=0;

        c=a+b;

        System.out.printf("Demo on formatted method.....%n");

        //%d -> converter for decimal value

        System.out.printf("a=%d%n",a);

        System.out.printf("%d + %d = %d",a,b,c);

    }

}

Output:

Demo on formatted method.....

a=10

10 + 2 = 12

**Aligning output using printf() method**

public class FormattingMethods

{

    public static void main(String[] args)

    {

        int a=10,b=2,c=0;

        c=a+b;

        System.out.printf("Demo on formatted method.....%n");

        //%d -> converter for decimal value

        System.out.printf("a=%d%n",a);

        System.out.printf("%-5d + %-5d = %5d",a,b,c);

    }

}

Output:

Demo on formatted method.....

a=10

10 + 2 = 12

**Java Tokens**

**What is token?**

|  |
| --- |
| Each and every individual unit in a program is called as token  Ex: int a=100; //variable declaration and initialization   * + 1. Keyword     2. Identifier     3. Operator     4. Literal or constant or value     5. Separator     6. Special symbol     7. Comments |

**Keywords:**

**What are keyword?**

|  |
| --- |
| 1. Keywords are pre-defined words, which are comes along with java. And provided by inventors of Java. 2. Every keyword has a special meaning and can be used for a specific purpose. 3. For example, to write a for loop we have to use a keyword called for 4. To write condition in a program we have to use if and else keyword 5. We use int keyword to declare a variable   Etc.. |

**List of keywords**

**List of Java keywords**

1. **\_**

**Added in Java 9, the underscore has become a keyword and cannot be used as a variable name anymore.**

**Yes**

**/tmp/Ngz25IYAAC/HelloWorld.java:7: error: as of release 9, '\_' is a keyword, and may not be used as an identifier**

**int \_=100;**

**^**

**ERROR!**

**Note: in jdk 22 version I am not getting error after usage of \_ as an identifier**

public class EscapeSeq

{

    public static void main(String[] args) {

        int \_=1000;

       // System.err.println(\_);

    }

}

Note: we are not getting errors while compilation of this program

1. **abstract**

**A method with no definition must be declared as abstract and the class containing it must be declared as abstract. Abstract classes cannot be instantiated. Abstract methods must be implemented in the sub classes. The abstract keyword cannot be used with variables or constructors. Note that an abstract class isn't required to have an abstract method at all.**

1. **assert (added in J2SE 1.4)[4]**

**Assert describes a predicate (a true–false statement) placed in a Java program to indicate that the developer thinks that the predicate is always true at that place. If an assertion evaluates to false at run-time, an assertion failure results, which typically causes execution to abort. Assertions are disabled at runtime by default, but can be enabled through a command-line option or programmatically through a method on the class loader.**

1. **boolean**

**Defines a boolean variable for the values "true" or "false" only. By default, the value of boolean primitive type is false. This keyword is also used to declare that a method returns a value of the primitive type boolean.**

1. **break**

**Used to end the execution in the current loop body.**

**Used to break out of a switch block.**

1. **byte**

**The byte keyword is used to declare a field that can hold an 8-bit signed two's complement integer.[5][6] This keyword is also used to declare that a method returns a value of the primitive type byte.[7][8]**

1. **case**

**A statement in the switch block can be labeled with one or more case or default labels. The switch statement evaluates its expression, then executes all statements that follow the matching case label; see switch.[9][10]**

1. **catch**

**Used in conjunction with a try block and an optional finally block. The statements in the catch block specify what to do if a specific type of exception is thrown by the try block.**

1. **char**

**Defines a character variable capable of holding any character of the java source file's character set.**

1. **class**

**A type that defines the implementation of a particular kind of object. A class definition defines instance and class fields, methods, and inner classes as well as specifying the interfaces the class implements and the immediate superclass of the class. If the superclass is not explicitly specified, the superclass is implicitly Object. The class keyword can also be used in the form Class.class to get a Class object without needing an instance of that class. For example, String.class can be used instead of doing new String().getClass().**

1. **continue**

**Used to resume program execution at the end of the current loop body. If followed by a label, continue resumes execution at the end of the enclosing labeled loop body.**

1. **default**

**The default keyword can optionally be used in a switch statement to label a block of statements to be executed if no case matches the specified value; see switch.[9][10] Alternatively, the default keyword can also be used to declare default values in a Java annotation. From Java 8 onwards, the default keyword can be used to allow an interface to provide an implementation of a method.**

1. **do**

**The do keyword is used in conjunction with while to create a do-while loop, which executes a block of statements associated with the loop and then tests a boolean expression associated with the while. If the expression evaluates to true, the block is executed again; this continues until the expression evaluates to false.[11][12]**

1. **double**

**The double keyword is used to declare a variable that can hold a 64-bit double precision IEEE 754 floating-point number.[5][6] This keyword is also used to declare that a method returns a value of the primitive type double.[7][8]**

1. **else**

**The else keyword is used in conjunction with if to create an if-else statement, which tests a boolean expression; if the expression evaluates to true, the block of statements associated with the if are evaluated; if it evaluates to false, the block of statements associated with the else are evaluated.[13][14]**

1. **enum (added in J2SE 5.0)[4]**

**A Java keyword used to declare an enumerated type. Enumerations extend the base class Enum.**

1. **extends**

**Used in a class declaration to specify the superclass; used in an interface declaration to specify one or more superinterfaces. Class X extends class Y to add functionality, either by adding fields or methods to class Y, or by overriding methods of class Y. An interface Z extends one or more interfaces by adding methods. Class X is said to be a subclass of class Y; Interface Z is said to be a subinterface of the interfaces it extends.**

**Also used to specify an upper bound on a type parameter in Generics.**

1. **final**

**Define an entity once that cannot be changed nor derived from later. More specifically: a final class cannot be subclassed, a final method cannot be overridden, and a final variable can occur at most once as a left-hand expression on an executed command. All methods in a final class are implicitly final.**

1. **finally**

**Used to define a block of statements for a block defined previously by the try keyword. The finally block is executed after execution exits the try block and any associated catch clauses regardless of whether an exception was thrown or caught, or execution left method in the middle of the try or catch blocks using the return keyword.**

1. **float**

**The float keyword is used to declare a variable that can hold a 32-bit single precision IEEE 754 floating-point number.[5][6] This keyword is also used to declare that a method returns a value of the primitive type float.[7][8]**

1. **for**

**The for keyword is used to create a for loop, which specifies a variable initialization, a boolean expression, and an incrementation. The variable initialization is performed first, and then the boolean expression is evaluated. If the expression evaluates to true, the block of statements associated with the loop are executed, and then the incrementation is performed. The boolean expression is then evaluated again; this continues until the expression evaluates to false.[15]**

**As of J2SE 5.0, the for keyword can also be used to create a so-called "enhanced for loop",[16] which specifies an array or Iterable object; each iteration of the loop executes the associated block of statements using a different element in the array or Iterable.[15]**

1. **if**

**The if keyword is used to create an if statement, which tests a boolean expression; if the expression evaluates to true, the block of statements associated with the if statement is executed. This keyword can also be used to create an if-else statement; see else.[13][14]**

1. **implements**

**Included in a class declaration to specify one or more interfaces that are implemented by the current class. A class inherits the types and abstract methods declared by the interfaces.**

1. **import**

**Used at the beginning of a source file to specify classes or entire Java packages to be referred to later without including their package names in the reference. Since J2SE 5.0, import statements can import static members of a class.**

1. **instanceof**

**A binary operator that takes an object reference as its first operand and a class or interface as its second operand and produces a boolean result. The instanceof operator evaluates to true if and only if the runtime type of the object is assignment compatible with the class or interface.**

1. **int**

**The int keyword is used to declare a variable that can hold a 32-bit signed two's complement integer.[5][6] This keyword is also used to declare that a method returns a value of the primitive type int.[7][8]**

1. **interface**

**Used to declare a special type of class that only contains abstract or default methods, constant (static final) fields and static interfaces. It can later be implemented by classes that declare the interface with the implements keyword. As multiple inheritance is not allowed in Java, interfaces are used to circumvent it. An interface can be defined within another interface.**

1. **long**

**The long keyword is used to declare a variable that can hold a 64-bit signed two's complement integer.[5][6] This keyword is also used to declare that a method returns a value of the primitive type long.[7][8]**

1. **native**

**Used in method declarations to specify that the method is not implemented in the same Java source file, but rather in another language.[8]**

1. **new**

**Used to create an instance of a class or array object. Using keyword for this end is not completely necessary (as exemplified by Scala), though it serves two purposes: it enables the existence of different namespace for methods and class names, it defines statically and locally that a fresh object is indeed created, and of what runtime type it is (arguably introducing dependency into the code).**

1. **package**

**Java package is a group of similar classes and interfaces. Packages are declared with the package keyword.**

1. **private**

**The private keyword is used in the declaration of a method, field, or inner class; private members can only be accessed by other members of their own class.[17]**

1. **protected**

**The protected keyword is used in the declaration of a method, field, or inner class; protected members can only be accessed by members of their own class, that class's subclasses or classes from the same package.[17]**

1. **public**

**The public keyword is used in the declaration of a class, method, or field; public classes, methods, and fields can be accessed by the members of any class.[17]**

1. **return**

**Used to finish the execution of a method. It can be followed by a value required by the method definition that is returned to the caller**

1. **short**

**The short keyword is used to declare a field that can hold a 16-bit signed two's complement integer.[5][6] This keyword is also used to declare that a method returns a value of the primitive type short.[7][8]**

1. **static**

**Used to declare a field, method, or inner class as a class field. Classes maintain one copy of class fields regardless of how many instances exist of that class. static also is used to define a method as a class method. Class methods are bound to the class instead of to a specific instance, and can only operate on class fields. Classes and interfaces declared as static members of another class or interface are actually top-level classes and are not inner classes.**

1. **super**

**Inheritance basically used to achieve dynamic binding or run-time polymorphism in java. Used to access members of a class inherited by the class in which it appears. Allows a subclass to access overridden methods and hidden members of its superclass. The super keyword is also used to forward a call from a constructor to a constructor in the superclass.**

**Also used to specify a lower bound on a type parameter in Generics.**

1. **switch**

**The switch keyword is used in conjunction with case and default to create a switch statement, which evaluates a variable, matches its value to a specific case, and executes the block of statements associated with that case. If no case matches the value, the optional block labelled by default is executed, if included.[9][10]**

1. **synchronized**

**Used in the declaration of a method or code block to acquire the mutex lock for an object while the current thread executes the code.[8] For static methods, the object locked is the class's Class. Guarantees that at most one thread at a time operating on the same object executes that code. The mutex lock is automatically released when execution exits the synchronized code. Fields, classes and interfaces cannot be declared as synchronized.**

1. **this**

**Used to represent an instance of the class in which it appears. this can be used to access class members and as a reference to the current instance. The this keyword is also used to forward a call from one constructor in a class to another constructor in the same class.**

1. **throw**

**Causes the declared exception instance to be thrown. This causes execution to continue with the first enclosing exception handler declared by the catch keyword to handle an assignment compatible exception type. If no such exception handler is found in the current method, then the method returns and the process is repeated in the calling method. If no exception handler is found in any method call on the stack, then the exception is passed to the thread's uncaught exception handler.**

1. **throws**

**Used in method declarations to specify which exceptions are not handled within the method but rather passed to the next higher level of the program. All uncaught exceptions in a method that are not instances of RuntimeException must be declared using the throws keyword.**

1. **transient**

**Declares that an instance field is not part of the default serialized form of an object. When an object is serialized, only the values of its non-transient instance fields are included in the default serial representation. When an object is deserialized, transient fields are initialized only to their default value. If the default form is not used, e.g. when a serialPersistentFields table is declared in the class hierarchy, all transient keywords are ignored.[18][19]**

1. **try**

**Defines a block of statements that have exception handling. If an exception is thrown inside the try block, an optional catch block can handle declared exception types. Also, an optional finally block can be declared that will be executed when execution exits the try block and catch clauses, regardless of whether an exception is thrown or not. A try block must have at least one catch clause or a finally block.**

1. **void**

**The void keyword is used to declare that a method does not return any value.[7]**

1. **volatile**

**Used in field declarations to guarantee visibility of changes to variables across threads. Every read of a volatile variable will be read from main memory, and not from the CPU cache, and that every write to a volatile variable will be written to main memory, and not just to the CPU cache.[20] Methods, classes and interfaces thus cannot be declared volatile, nor can local variables or parameters.**

1. **while**

**The while keyword is used to create a while loop, which tests a boolean expression and executes the block of statements associated with the loop if the expression evaluates to true; this continues until the expression evaluates to false. This keyword can also be used to create a do-while loop; see do.**

**Not used keywords**

1. **const**
2. **goto**
3. **strictfp**

**Conclusion:**

|  |
| --- |
| Now in jdk22 version we are haing only 50 keywords because of \_ is not using as a keword in jdk22 version. |

**Reserved Identifiers or contextual keywords**

**The following identifiers are contextual keywords, and are only restricted in some contexts:**

1. exports
2. module
3. non-sealed
4. open
5. opens
6. permits
7. provides
8. record
9. requires
10. sealed
11. to
12. transitive
13. uses
14. var
15. when
16. with
17. yield

**Identifiers**

|  |
| --- |
| It is a name given to a variable,method, class etc.. |

**Rules to write an identifier**

|  |
| --- |
| * we can use alphabets, digits, under score and dollar sign to write an identifier * should not start with a digit * we can’t use keyword as an identifier |

**Example on usage of contextual keyword as keyword as well as identifier**

public class ContextualKeyword

{

    public static void main(String[] args)

    {

        //syntax:  <data-type>   <var-name>[=value];

        //               int a;

        //               double d=100.50;

        //syntax to declare a variable by using a contextual keyword called var

        //var <var-name>[=value];

        var a=100;

        var b=200;

        var c=a+b;

        System.out.printf("a=%d%n",a);

        System.out.printf("b=%d%n",b);

        System.out.printf("c=%d%n",c);

        int var=1000;

        System.out.printf("var=%d%n",var);

    }

}

Output:

a=100

b=200

c=300

var=1000

**literals**

|  |
| --- |
| Literal is a value used in our program   * 1. integer literals (100,-100)   2. floating point literals( 100.50,-10.50)   3. Boolean literals (true, false)   4. Character literal : ‘a’   5. String literal : “hello”   6. Other literals(null) |

**Operators**

|  |
| --- |
| Operator is a symbol which is used to perform an operation  **The different types of operators supported by Java**   * Arithmetic Operators (+, -, \*, /, %,) * Relational Operators (<, >, <=,>=,==, !=,instanceof) * Logical Operators (&&, ||, !, ) * Bitwise Operators (&, |, ^, ~, <<, >>, >>>) * Assignment operator (=) * Conditional operator (?:) * Short cut operators (--, ++, +=, -=, \*=, /=, %=) * Other operators (new(memory allocation operator), () type cast operator, .(memory access operator) ) |

**Reading Data From Keyboard**

|  |
| --- |
| **In java we can read the data**   * 1. By using System.in.read() method   2. By using the methods of DataInputStream class   3. By using the methods of BufferedReader class   4. By using the methods of Scanner class |

**What is JCL(Java Class Library)?**

|  |
| --- |
| JCL means hundreds of pre-defined classes. |

**What is Java API(Application Programming Interface)?**

|  |
| --- |
| Collection of pre-defined packages |

**What is a package?**

|  |
| --- |
| * Collection of classes * A package is a container, which contains set of classes * A package is a container which contains collection of classes, interfaces, enums and annotations.   **Some pre-defined packages available in Java**   * Java.lang * Java.io * Java.util * Java.text * Java.awt * Java.awt.event * Java.sql * Java.net   Etc.. |

**Scanner class**

Scanner is a pre-defined class existed in java.util package. Which contains methods which are used to read the data from keyboard or a file.

How to use a pre-defined class in a program?

|  |
| --- |
| By importing it |

**Scanner class methods**

|  |  |
| --- | --- |
| Method | Description |
| nextInt() | It is used to read an integer value from keyboard |
| next() | It takes only single word from keyboard |
| nextLine() | We have to use nextLine() method to read total line at a time. |
| Skip() | Skip() method is used to skip a character |
| nextFloat() | To read a float value from the keyboard |

**First example on usage of nextInt() method of Scanner class**

import java.util.Scanner;

public class ScannerDemo1

{

    public static void main(String[] args)

    {

        //to read the data from keyboard we have to pass System.in to the

        //Scanner class constructor

        Scanner scan=new Scanner(System.in);

        System.out.println("Hey Madhu Enter int value:\t");

        int a=scan.nextInt();

        System.out.println("Inkotiyyaanaaa!");

        int b=scan.nextInt();

        int c=a+b;

        System.out.printf("%-5d + %-5d = %-5d",a,b,c);

    }

}

Output:

Hey Madhu Enter int value:

100

Inkotiyyaanaaa!

20

100 + 20 = 120

**Example to read a single word from the keyboard**

import java.util.Scanner;;

public class ScannerDemo2

{

    public static void main(String[] args)

    {

        Scanner scanner=new Scanner(System.in);

        System.out.println("Orey first name ivvara:\t");

        String firstName=scanner.next();

        System.out.println("Last name kooda ivvara babu:\t");

        String lastName=scanner.next();

        String fullName=firstName+"."+lastName;

        System.out.println(fullName);

    }

}

Output:

Orey first name ivvara:

Madhu

Last name kooda ivvara babu:

K

Madhu.K

**Example on usage of nextLine(), nextFloat() , skip() methods**

import java.util.Scanner;;

public class ScannerDemo2

{

    public static void main(String[] args)

    {

        int eno;

        String ename;

        float sal;

        Scanner scanner=new Scanner(System.in);

        System.out.print("Eno:\t");

        eno=scanner.nextInt(); //101\n

        System.out.print("FullName:\t");

        scanner.skip("\r\n");

        ename=scanner.nextLine();

        System.out.print("Sal:\t");

        sal=scanner.nextFloat();

        System.out.printf("Eno:\t%d%n",eno);

        System.out.printf("Ename:\t%s%n",ename);

        System.out.printf("Salary:\t%s%n",sal);

    }

}

Output:

Eno: 101

FullName: madhu k

Sal: 200000

Eno: 101

Ename: madhu k

Salary: 200000.0

**Naming Conventions**

|  |  |  |
| --- | --- | --- |
| **Java element** | **Description** | **Example** |
| class, interfaces, enums and annotations | Every word first letter capital | Scanner,  String  System  DataInputStream |
| Method names and variables | Camel case means first word is in small and after that every word first letter must be capital | next()  nextLine()  getInputStream()  readLine()  Variable name:  eno;  empName;  firstName; |
| Keywords, packages | In small letters | int, class, if, static, try, final, void, while, for, public etc..  package name:  java.lang, java.io, java.util |
| Constants | CAPITAL LETTERS | PI  MAX\_PRIORITY |

**Conditional or control statements**

* If
* If..else
* else..if ladder
* nested if
* switch

**if statement**

* 1. if you want to execute one or more statements if a given condition Is true then we write if statement
  2. if you want to execute more than one statement if a given condition is true, then you have to put those statements in a block, it is a rule.

import java.util.Scanner;

public class IfDemo

{

    public static void main(String[] args)

    {

        System.out.println("Start of the program");

        Scanner scanner=new Scanner(System.in);

        System.out.println("Nee yezentharaa...!");

        int age=scanner.nextInt();

        if(age>=18)

        System.out.println("I cast my vote");

        System.out.println("End of the program");

    }

}

Output:

Start of the program

Nee yezentharaa...!

30

I cast my vote

End of the program

Executing set of statements if the condition is true

import java.util.Scanner;

public class IfDemo

{

    public static void main(String[] args)

    {

        System.out.println("Start of the program");

        Scanner scanner=new Scanner(System.in);

        System.out.println("Nee yezentharaa...!");

        int age=scanner.nextInt();

        if(age>=18)

        {

            System.out.println("You are eligible to vote");

            System.out.println("You can cast your vote");

            System.out.println("Thanks andeeey");

        }

        System.out.println("End of the program");

    }

}

Example on if…else statement

|  |
| --- |
| I want to execute set of statements if the condition is true and also I want to execute set of statement if the condition is false then we have to use if… else statement |

![Java if-else - GeeksforGeeks](data:image/png;base64,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)

**Example on if…else statement**

import java.util.Scanner;

public class Compare

{

    public static void main(String[] args)

    {

        int a,b;

        Scanner scan=new Scanner(System.in);

        System.out.println("Bangarm enter an int value:\t");

        a=scan.nextInt();

        System.out.println("Bangarm enter another int value:\t");

        b=scan.nextInt();

        if(a>b)

        {

            System.out.println("a is greater than b");

        }else

        {

            System.out.println("b is greater than a");

        }

    }

}

Output:

Bangarm enter an int value:

100

Bangarm enter another int value:

20

a is greater than b

**if..else..if or else…if ladder**

**Write a program to compare two integer**

import java.util.Scanner;

public class Compare

{

    public static void main(String[] args)

    {

        int a,b;

        Scanner scan=new Scanner(System.in);

        System.out.println("Bangarm enter an int value:\t");

        a=scan.nextInt();

        System.out.println("Bangarm enter another int value:\t");

        b=scan.nextInt();

        //a=100

        //b=100

        if(a>b)

        {

            System.out.println("a is greater than b");

        }else if(b>a)

        {

            System.out.println("b is greater than a");

        }else if(a==b){

            System.out.println("a and b are same");

        }

    }

}

Output:

Bangarm enter an int value:

10

Bangarm enter another int value:

10

a and b are same

**Nested If statement**

import java.util.\*;

public class ComparingThree

{

    public static void main(String[] args)

    {

        int a,b,c;

        Scanner scan=new Scanner(System.in);

        System.out.println("Enter 3 integers");

        a=scan.nextInt();

        b=scan.nextInt();

        c=scan.nextInt();

        //a=100

        //b=250

        //c=279

        if(a>b)

        {

            if(a>c)

            {   System.out.println("a is greater than b,c");

            }else

            {   System.out.println("c is greater than a,b");

            }

        }else if(b>c){

            System.out.println("b is greater than a,c");

        }else{

            System.out.println("c is greater than a,b");

        }

    }

}

Output:

Enter 3 integers

10

22

43

c is greater than a,b

**Switch Statement**

* If you want to choose one among many options we can write a switch statement.

public class SwitchDemo

{

    public static void main(String[] args) throws Exception

    {

        System.out.println("Enter a character:\t");

        char ch=(char)System.in.read();

        //System.out.println("ch:\t"+ch);

        switch (ch) {

            case 'a','e','i','o','u','A','E','I','O','U'->System.out.println("Vowel");

            case '1','2','3','4','5','6','7','8','9','0'->System.out.println("Digit");

            default->System.out.println("Consonent");

        }

    }

}

Output:

Enter a character:

A

Vowel

Switch With return value

import java.util.Scanner;

public class SwitchDemo2

{

    public static void main(String[] args)

    {

        int a,b,c,opt;

        Scanner scan=new Scanner(System.in);

        System.out.println("1. add");

        System.out.println("2. sub");

        System.out.println("3. multi");

        System.out.println("4. div");

        System.out.println("5. mod");

        System.out.print("Option:\t");

        opt=scan.nextInt();

        if(opt>=1 && opt<=5)

        {

            System.out.println("Enter 2 int values:\t");

            a=scan.nextInt();

            b=scan.nextInt();

            int result=switch(opt){

                case 1->{yield a+b;}

                case 2->{yield a-b;}

                case 3->{yield a\*b;}

                case 4->{yield a/b;}

                case 5->{yield a%b;}

                default->{throw new RuntimeException("Invalid Option");}

            };

            System.out.println("Result:\t"+result);

        }else{

            System.out.println("Invalid Option");

        }

    }

}

Output:

1. add

2. sub

3. multi

4. div

5. mod

Option: 5

Enter 2 int values:

10

2

Result: 0

**Data types**